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ABSTRACT

Many applications have implementations in different languages.
Although their languages are different, they can implement similar
or even identical functionalities. If an implementation has a bug,
the other implementations can have corresponding bugs. In this
paper, we call them cross-language clone bugs, or mirror bugs for
short. Mirror bugs are important since many applications release
implementations in different languages. From mirror bugs, it can
be feasible to learn more bug patterns, and thus detect more types
of bugs. Although researchers have conducted empirical studies
to analyze the bugs in clones, to the best of our knowledge, no
study has ever explored mirror bugs. As a result, many research
questions are still open. For example, are there any mirror bugs
in real projects? Are bug fixes in a language useful to detect and
repair bugs in other languages? To answer the above questions, in
this paper, we conduct the first empirical study on mirror bugs. In
this study, we manually analyze 402 bugs that are collected from
four projects, and each project releases a Java implementation and
C# implementation. Our study presents answers to two interesting
research questions. According to our results, there is a timely need
for a tool that assists in detecting mirror bugs. Indeed, we find that
some programmers already manually identify and fix mirror bugs,
even without any tool support.
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1 INTRODUCTION

To attract more users, projects can be implemented in multiple
programming languages. For example, many popular mobile ap-
plications release both iOS versions and Android versions. Even
if a project is implemented in a single language, outsiders can re-
implement the project in other languages. For example, LocationTech
implements Java Topology Suite (JTS) [6], a library that provides
geometric functions. Meanwhile, outsiders implement, Net Topol-
ogy Suite [7], a C# correspondence of JTS. When a project has
implementations in multiple languages, they are typically ported
from the implementation in a single language. As a result, these
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implementations in different languages can contain many similar
code fragments. Indeed, researchers [8, 12] have detected many
cross-language clones. When they analyze bugs in the same lan-
guage, researchers [11, 13] found that many bugs appear in similar
code fragments. Furthermore, researchers [10, 15] have proposed
approaches to extract bug signatures and detect similar bugs in
clones. Similarly, bugs can appear in similar code fragments, even
if they are implemented in different languages, and a tool is desir-
able to detect such bugs. However, to the best of our knowledge,
no study has been conducted to analyze mirror bugs. Compared
with bugs in clones, languages supplement interesting elements
to the studies on mirror bugs. For example, memory leaks are less
found in Java code than in C code, since Java provides the garbage
collection mechanism to manage memory resources. To deepen the
knowledge of bugs, we explore the following questions:

¢ RQ1. How many mirror bugs are there? The answers are
useful for understanding the significance of mirror bugs.

¢ RQ2. How many mirror bugs are fixed? The answers are
useful for understanding the awareness of mirror bugs.

2 METHODOLOGY

Dataset. In this study, we select 4 real-world projects. From
the four projects, we have sampled 402 bugs from these projects.
From the projects, we select bug reports in order of their priorities
or from the latest ones. For each implementation, we terminate
the selection, if all candidates are inspected or 90 bug reports are
selected. As the analysis of mirror bugs involves many complicated
issues, we cannot implement a tool to automate the analysis. Due to
the heavy effort of manual analysis, we cannot afford the analysis
of more bugs. Indeed, from the four projects, we have collected 402
bugs, which are already more than other empirical studies [9, 14].

Protocol. Our manual inspection includes reading the intro-
ductions and manuals of the projects; inspecting bug reports to
understand the symptoms; and inspecting patches to understand
the causes. Specifically, for each bug report in one of the paired
projects p;, we search the bug reports of the other project p;s for a
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report whose symptoms are similar. If we can find such a report,
we check out their fixing commits to determine whether it is a two-
sided bug. If we cannot find a bug report with similar symptoms, we
locate its buggy files in p; according to its fixing commit. After that,
we search the latest source files of p;, for equivalent source files.
If we can reproduce a similar symptom on the equivalent source
files of py, we classify this bug report as a two-sided bug. If not,
we identify it as a one-sided bug. Also, while classifying, we pay
special attention to whether two-sided bugs are fixed.

3 EARLY RESULT

RQ1. Overall Distribution. Figure 1a shows the distribution
of different projects. In Lucene and Hibernate, two-sided bugs are
around 10%. However, we find around 60% sampled bugs from
JTS are mirror bugs. We notice that some programmers from NTS
participate in the development of JTS and actively learn the fixed
bugs of JTS. When Log4j upgrades from 1.x to 2. x, most source files
are rewritten. As we select recent bugs, the bugs from Log4net are
similar to Log4j 1.x, but we find no two-sided bugs between Log4j2
and Log4net. In total, we find that 14.7% of sampled bugs appear
in both the Java and C# implementations. As the implementations
in two languages have many differences during their independent
evolution, the percentage is high, and can motivate many research
topics on cross-language bugs.

RQ2. Fixed or Unfixed. We analyze how many two-sided bugs
were fixed in this research question. Figure 1b shows the distribu-
tion of different projects. JTS and NTS have no reported mirror bug,
but they actively identified mirror bugs. Lucene and Hibernate tell
a different story. For example, Figure 2 shows a reported mirror
bug. Although their reporters are different, the buggy code lines
and even their repairs are quite similar. The similarity highlights
the importance of detecting mirror bugs. In total, 45 (76.2%) of
our found two-sided bugs are already fixed. 9 have bug reports in
both Java and C# implementations, but 36 bugs have reports on
only one side. Among unfixed bugs, we find some bugs have minor
symptoms, and programmers of the other implementation may not
fix them. For example, the symptom of Lucene-10118 [5] is that
the log messages in ConcurrentMergeScheduler are too simple. The
programmers of Lucene may not pay attention to this minor bug.
More details are presented on our website:
https://github.com/chenhh021/cross-language-poster

4 WORK PLAN

To extend this work to a full paper, our work plan is as follows:

1. Analyze the causes for one-sided bugs. The results are use-
ful for understanding the differences that are caused by languages.
For example, the difference in implementations of different lan-
guages. We also plan to build the taxonomy for the causes. The
results are useful for designing a detection tool for mirror bugs.
For example, after knowing all the causes, a tool can improve its
accuracy in detecting mirror bugs.

2. Find and fix new bugs. We plan to try to manually find new
bugs based on mirror bugs, and if we succeed, we will attempt to fix
them according to the known patch. After that, we will report them
to developers to collect their feedback. This manual process will
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Second-level cache doesn't support @OneToOne

Description Reporter Nathan Xu Created September 16, 2020 at 10:48 AM
Currently Hibernate's second-level cache doesn't support @OneToOne. The issue here is the entity
which is not fetched from cache is mapBy field and currently Hibernate only supports collection

cache as the only non-id cache.
(a) HHH-14216 [1]
One-to-one second level cache issue #2552

deAtog commented on 18 Sep 2020

When assembling an object with one-to-one relationships, a second level cache miss occurs
while trying to assemble the related object. The OneToOneType has the following code:
Hibernate ORM has this same issue, so coordinating a fix in both would benefit all.

(b) NHibernate#2552 [2]

public Object assemble (...) ...

- return resolve(session.getContextEntityldentifier (owner),session ,owner);

+ Serializable id = (Serializable) getldentifierType (session).assemble(oid,
session , null);

+ if ( id == null ) {return null;}

+ return resolveldentifier (id, session);

I

(c) The patch for HHH-14216 [3]

public override object Assemble (...){

- return Resolveldentifier(session.GetContextEntityldentifier (owner),
. owner);

+ object id = GetldentifierType (session).Assemble (cached,

+ if (id == null){return null;}

+ return Resolveldentifier (id,

b

session
session, null);

session);

(d) The patch for NHibernate#2552 [4]

Figure 2: A mirror bug.

provide references for the development of detection tools and repair
tools. The feedback from developers would help in understanding
the significance of researching such tools.
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